7565. Easy Problemset
Perhaps one of the hardest problems of any ACM ICPC contest is to create a problemset with a reasonable number of easy problems. On Not Easy European Regional Contest this problem is solved as follows.

There are n jury members (judges). They are numbered from 1 to n. Judge number i had prepared pi easy problems before the jury meeting. Each of these problems has a hardness between 0 and 49 (the higher the harder). Each judge also knows a very large (say infinite) number of hard problems (their hardness is 50). Judges need to select k problems to be used on the contest during this meeting.

They start to propose problems in the ascending order of judges numbers. The first judge takes the first problem from his list of remaining easy problems (or a hard problem, if he has already proposed all his easy problems) and proposes it. The proposed problem is selected for the contest if its hardness is greater than or equal to the total hardness of the problems selected so far, otherwise it is considered too easy. Then the second judge does the same etc.; after the n-th judge, the first one proposes his next problem, and so on. This procedure is stopped immediately when k problems are selected.

If all judges have proposed all their easy problems, but they still have selected less than k problems, then they take some hard problems to complete the problemset regardless of the total hardness.

Your task is to calculate the total hardness of the problemset created by the judges.
Input. The first line contains the number of judges n (2 ≤ n ≤ 10) and the number of problems k (8 ≤ k ≤ 14). The i-th of the following n lines contains the description of the problems prepared by the i-th judge. It starts with pi (1 ≤ pi ≤ 10) followed by pi non negative integers between 0 and 49 – the hardnesses of the problems prepared by the i-th judge in the order they will be proposed.
Output. Output the only integer – the total hardness of the selected problems.
Sample Input 1
3 8

5 0 3 12 1 10

4 1 1 23 20

4 1 5 17 49
Sample Output 1
94
Sample Input 2

3 10

2 1 3

1 1

2 2 5

Sample Output 2

354

Explanation

In the first example, three problems with hardnesses of 0, 1 and 1 are selected first. Then the first judge proposes the problem with hardness 3 and it is selected, too. The problem proposed by the second judge with hardness 1 is not selected, because it is too easy. Then the problems proposed by the third, the first, and the second judges are selected (their hardnesses are 5, 12 and 23). The following three proposed problems with hardness of 17, 1 and 20 are not selected, and the problemset is completed with a problem proposed by the third judge with hardness of 49. So the total hardness of the problemset is 94.

In the second example, three problems with hardnesses of 1, 1 and 2 are selected first. The second problem of the first judge (hardness 3) is too easy. The second judge is out of his easy problems, so he proposes a problem with hardness 50 and it is selected. The third judge’s problem with hardness 5 is not selected. The judges decide to take 6 more hard problems to complete the problemset, which gives the total hardness of 54 + 6 · 50 = 354. 
SOLUTION
mathematics
Анализ алгоритма

Следует промоделировать процесс выбора задач, как описано в условии. Информацию о приготовленных задачах храним в списке списков (вектор векторов).
Реализация алгоритма

Пусть v[i] хранит сложности задач, подготовленных i-ым членом жюри.
vector<vector<int> > v;

Читаем входные данные. Вычисляем наибольшее количество задач mx, подготовленное одним членом жюри.
v.resize(n);

for (mx = i = 0; i < n; i++) 

{

  scanf("%d",&s);

  mx = max(mx,s);

  v[i].resize(s);

  for (j = 0; j < s; j++)

    scanf("%d",&v[i][j]);

}

В переменной sum подсчитываем общую сложность всех выбранных задач;
sum = 0;

Двигаемся по спискам – выбираем задачи на соревнование. Сначала проходим все нулевые позиции списков, потом первые, затем вторые и так далее. Переменная k содержит количество задач, которое еще следует выбрать на соревнование. Если будут выбраны все задачи (k станет равным 0), то выходим из циклов.
for(j = 0; (k  > 0) && (j < mx); j++)

{

  for (i = 0; (i < n) && (k > 0); i++) 

  {

i-ый член жюри предлагает свою j-ую задачу стоимостью cur.

    cur = (j < v[i].size()) ? v[i][j] : 50;

    if (cur >= sum)

    {

      sum += cur;

      k--;

    }

  }

}

Соревнованию еще не хватает k задач (значение k может равняться и 0). Выбираем в качестве них сложные задачи со стоимостью 50.

sum += 50 * k;

Выводим общую сложность всех выбранных задач.

printf("%d\n", sum);

